# Автоматизация работы деканата.

В рамках данного цикла лабораторных работ необходимо автоматизировать работу деканата. Для этого в рамках базы данных PostgreSQL необходимо создать объекты в схеме вашего пользователя (логин и пароль пользователя для доступа к базе данных студент должен получить у преподавателя) и написать клиентское приложение на базе компонентов ADO.NET или JDBC.

Под автоматизацией работы деканата понимается ведение статистики получения оценок студентами без анализа временных ограничений на сдачу и необходимых для сдачи предметов. Студенты и преподаватели характеризуются фамилией, именем и отчеством. Предмет – названием. Под оценкой понимается целое число в диапазоне [2..5]. При получении студентом оценки должен учитываться предмет и преподаватель, поставивший оценку. Студенты разделяются по группам. Студент принадлежит одной и только одной группе. Группа характеризуется наименованием. Наименование группы формируется как курс, направление, номер подгруппы, «\_» и год. Например, 3084/1\_2004. Целью разрабатываемой системы автоматизации является организация и разработка средств контроля над успеваемостью студентов. В разрабатываемой системе следует предусмотреть возможность анализа успеваемости, как по группам, так и по предметам, преподавателям и студентам. При построении динамики изменения успеваемостей, результаты следует усреднять в рамках года обучения, вычисляя его из наименований рассматриваемых групп.

**База данных должна удовлетворять следующим требованиям:**

1. Контроль целостности данных, используя механизм связей
2. Операции модификации групп данных и данных в связанных таблицах должны быть выполнены в рамках транзакций.
3. Логика работы приложения должна контролироваться триггерами. В частности:
   * Триггер должен запрещать установку оценки вне диапазона [2..5]
   * Триггер должен контролировать, чтобы вместо студента не оказался преподаватель и наоборот (см. схему данных).
4. Все операции вычисления различных показателей (из требований к клиентскому приложению) должны реализовываться хранимыми процедурами.

**Требования к клиентскому приложению:**

1. Необходимо реализовать интерфейсы для ввода, модификации и удаления

* Групп, студентов и преподавателей
* Предметов и оценок

1. Должен быть реализован диалог (или группа диалогов) анализа, предоставляющие визуальные средства для расчета среднего балла в зависимости от интервала дат. В качестве фильтров сущностей могут выступать года, студенты, группы, предметы и преподаватели.
2. Результаты анализа необходимо предоставлять в табличной форме и в графическом виде согласно выбору пользователя.

## Работа №1. Создание базы данных.

![C:\Users\Administrator\Desktop\Oracle Lectures (Kukhta A.S.)\My_Oracle_Labs\Lab_5.png](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Имя таблицы** | **Имя колонки** | **Расшифровка** |
| groups |  | Таблица групп |
|  | id | Идентификатор группы |
|  | name | Наименование группы |
| people |  | Таблица студентов и преп. |
|  | id | Идентификатор человека |
|  | first\_name, last\_name, pather\_name | ФИО |
|  | group\_id | Идент. группы (у преп. «\_ » ) |
|  | type | Тип («S» - студ, «P» - преп.) |
| marks |  | Таблица оценок |
|  | id | Идентификатор оценки |
|  | student\_id | Идентификатор студента |
|  | subject\_id | Идентификатор предмета |
|  | teacher\_id | Идентификатор преподавателя |
|  | value | Значение оценки |
| subjects |  | Таблица предметов |
|  | id | Идентификатор предмета |
|  | name | Наименование предмета. |

1. Запустить pgAdmin или psql.
2. Создать соединение, используя логин и пароль.
3. Изменить пароль вашего пользователя на свой, используя команду

ALTER USER *your*\_*user\_name* IDENTIFIED BY *new\_password*;

1. Создать необходимые таблицы.
2. Создать связи между таблицами:

|  |  |  |
| --- | --- | --- |
| **Название** | **Primary Key** | **Foreign Key** |
| fk\_people\_groups | groups.id | people.group\_id |
| fk\_marks\_subjects | subjects.id | marks.subject\_id |
| fk\_marks\_people1 | people.id | marks.student\_id |
| fk\_marks\_people2 | people.id | marks.teacher\_id |

1. Создать Backup базы и запомнить место его расположения.
2. Удалить базу с сервера
3. Восстановить базу из Backup базы
4. Для всех таблиц реализовать автоматическое заполнение первичного ключа при вставке данных (автоинкремент).

### Правила выполнения работ

1. Засчитываются только целиком сделанные работы
2. Преподаватель оставляет за собой право на выдачу дополнительных заданий, в случае возникновения подозрения на стороннюю помощь при выполнении работы.
3. Посещения занятий ОБЯЗАТЕЛЬНО, кроме случаев оговоренных лично с преподавателем.
4. Если студент сдает работу, то он должен знать, как он ее сделал.
5. Все работы можно делать дома, но это не является основанием для пропусков занятий.
6. Перед уходом студент должен удалить с сервера свою базу. Рекомендую не забывать делать Backup в осознанное место, что бы на следующем занятии не пришлось делать работу с начала.
7. К каждому заданию прилагается список операторов, ключевых.

## Работа №2. Язык SQL-DML

### Выборка данных

* однотабличная выборка
  1. Вывести все группы, упорядочив их в обратном порядке по году и в прямом порядке по наименованию.

SELECT \* FROM groups ORDER BY year DESC, name ASC;

* выборка с подзапросами
  1. Вывести число предметов, по которым есть оценки у группы, заданной по наименованию.

SELECT COUNT(DISTINCT subject\_id) as count FROM marks

JOIN people ON marks.student\_id = people.id

JOIN groups ON people.group\_id = groups.id

WHERE groups.name = '5130/1\_2023';

* соединение таблиц (join)
  1. Вывести студентов и наименования предметов, включая предметы, которые не читались студентам и студентов, которые не получили ни одной оценки.

SELECT people.first\_name, people.second\_name, people.pather\_name, subjects.name, marks.value as mark

FROM people

CROSS JOIN subjects

LEFT JOIN marks ON people.id = marks.student\_id AND subjects.id = marks.subject\_id

where people.type = ‘S’ AND marks.value IS NOT NULL

order by people.second\_name ASC;

* 1. Вывести все группы и средний балл студентов каждой.

SELECT groups.name, AVG(value) as average\_mark FROM marks

JOIN people ON marks.student\_id = people.id

JOIN groups ON people.group\_id = groups.id

group by groups.name

order by name

Hints: select, count, join, where, in, exists, order by, group by, having

### Вставка данных

x

Hints: insert, where, in, exists, commit, rollback

### Удаление данных

* удаление по фильтру и удаление из связанных таблиц
  1. Удалить студентов, у которых средний бал ниже заданного

Delete from marks

where student\_id IN(

Select student\_id

from marks

group by student\_id

Having AVG(value) < 4

);

* 1. Удалить заданную группу и студентов, принадлежащих ей

Delete from marks

where student\_id IN(

Select id

from people

where group\_id = (

Select id

from groups

where name = 8060/1\_2022'

)

);

Delete from people

where group\_id = (

Select id

from groups

where name = 8060/1\_2022'

);

Delete from groups where name =’8060/1\_2022';

* удаление в рамках транзакции
  1. Удалить в рамках транзакции группу с самым маленьким средним балом и студентов, принадлежащих ей
  2. то же, что и п1, но, если в удаленной группе читались 3 предмета, которые больше нигде не читались – транзакцию откатить

DO $$

DECLARE

min\_groupID INT;

unique\_subjects\_count INT;

BEGIN

min\_groupID := (Select group\_id

FROM marks

JOIN people ON marks.student\_id = people.id

GROUP BY group\_id

HAVING AVG(value) = (

SELECT MIN(avg\_value)

FROM (

SELECT group\_id , AVG(value) AS avg\_value

FROM marks

JOIN people ON marks.student\_id = people.id

GROUP BY group\_id

) AS subquery

) Limit 1);

unique\_subjects\_count := (SELECT COUNT(DISTINCT subject\_id) FROM marks

join people on marks.student\_id = people.id

WHERE group\_id = min\_groupID AND subject\_id NOT IN (

SELECT DISTINCT subject\_id

FROM marks

join people on marks.student\_id = people.id

WHERE group\_id <> min\_groupID));

IF (unique\_subjects\_count = 3) THEN

ROLLBACK;

RETURN;

END IF;

Delete from marks where student\_id IN (

Select id from people where group\_id = min\_groupID

);

Delete from people where group\_id = min\_groupID;

Delete from groups where id = min\_groupID;

COMMIT;

END $$;

Hints: delete, where, in, exists, commit, rollback

### Модификация данных

* модификация по фильтру
  1. Подменить заданную группу на другую.

UPDATE groups SET name = '9999/1\_2022' WHERE name = '3690/1\_2022';

* модификация в рамках транзакции
  1. Заменить во всех существующих записях заданный предмет на другой и у удалить заданный.
  2. то же, что и п1, но в случае, если преподаватель, читающий удаляемый предмет больше ничего не читает – откатить транзакцию.

DO $$

DECLARE

teacher\_id\_uniq INT;

id\_check INT;

subject TEXT := 'GNU/Linux';

BEGIN

teacher\_id\_uniq := (SELECT DISTINCT teacher\_id FROM marks WHERE subject\_id = (SELECT id FROM subjects WHERE name = subject));

id\_check := (SELECT count(distinct subject\_id) from marks where teacher\_id = teacher\_id\_uniq);

IF (id\_check < 2) THEN

ROLLBACK;

RETURN;

END IF;

DELETE FROM marks WHERE subject\_id = (SELECT id FROM subjects WHERE name = subject);

UPDATE subjects SET name = 'Linux OS' WHERE name = subject;

COMMIT;

END $$;

Hints: update, where, in, exists, commit, rollback

### Дополнительные задания

## Работа №3. Представления, хр. процедуры, триггера и курсоры.

### Представления

1. Создать представление, отображающее всех преподавателей, предметы и средний бал, выставляемый ими, агрегируя по предмета

CREATE VIEW teacher\_subject\_avg AS

SELECT p.second\_name || ' ' || p.first\_name || ' ' || p.pather\_name AS teacher\_name,

s.name AS subject\_name,

AVG(m.value) AS avg\_mark

FROM marks m

JOIN people p ON m.teacher\_id = p.id

JOIN subjects s ON m.subject\_id = s.id

where p.type = 'P'

GROUP BY p.id, s.id;

Select \* from teacher\_subject\_avg;

DROP VIEW teacher\_subject\_avg;

1. Создать представление, отображающее средние баллы, агрегируя оценки по годам

CREATE VIEW year\_avg AS

SELECT g.year AS year,

AVG(m.value) AS avg\_mark

FROM marks m

join people p on m.student\_id = p.id

join groups g on p.group\_id = g.id

GROUP BY year;

Select \* from year\_avg;

drop view year\_avg;

Hints: select, where, count, max, group by, having, like, create view, drop view

### Хранимые процедуры

* без параметров

1. Создать хранимую процедуру, выводящую все предметы, по которым в заданном году были выставлены оценки, и средний балл по каждому из предметов.

CREATE or replace FUNCTION subject\_avg() returns table(subject character varying, avg\_mark numeric)

Language plpgsql AS

$$

BEGIN

return query

SELECT s.name AS subject, AVG(m.value) AS avg\_mark

FROM marks m

JOIN subjects s ON m.subject\_id = s.id

join people p on m.student\_id = p.id

join groups g on p.group\_id = g.id

WHERE g.year = 2023

GROUP BY s.name;

END

$$;

select \* from subject\_avg();

drop function subject\_avg;

* с входными параметрами

1. Создать хранимую процедуру. Входные параметры задают интервал времени. Процедура должна вернуть выборку средних баллов по группам, попавшим в этот интервал.

CREATE or replace function group\_avg(In start\_date int, In end\_date int) returns table(group\_name character varying, avg\_mark numeric)

Language plpgsql AS

$$

BEGIN

return query

SELECT g.name AS group\_name, AVG(m.value) AS avg\_mark

FROM marks m

JOIN people p ON m.student\_id = p.id

JOIN groups g ON p.group\_id = g.id

WHERE g.year BETWEEN start\_date AND end\_date

GROUP BY g.name;

END

$$;

select \* from group\_avg(2022, 2023);

drop function group\_avg;

* с выходными параметрами

1. Создать хранимую процедуру с входным параметром «преподаватель» и выходным параметром – группа, с наименьшим средним баллом у этого преподавателя.

CREATE OR REPLACE PROCEDURE group\_min\_avg\_mark\_by\_teacher(IN teacherID integer, OUT group\_name character varying)

Language plpgsql

As

$$

BEGIN

SELECT g.name INTO group\_name

FROM groups g

JOIN people p ON g.id = p.group\_id

JOIN marks m ON p.id = m.student\_id

WHERE m.teacher\_id = teacherID

GROUP BY g.id

ORDER BY AVG(m.value)

LIMIT 1;

END

$$;

DO

$$

DECLARE group\_name character varying;

BEGIN

Call group\_min\_avg\_mark\_by\_teacher(1, group\_name);

--Raise Notice '%', group\_name;

END

$$;

drop procedure group\_min\_avg\_mark\_by\_teacher;

Hints: select, where, count, max, group by, having, create procedure, drop procedure

### Триггера

* Триггера на вставку

1. Создать триггер, который не позволяет добавить оценку, не попадающую в интервал [2..5].

CREATE OR REPLACE FUNCTION check\_mark\_range\_func() returns trigger

Language plpgsql

as $$

begin

IF NEW.value NOT BETWEEN 2 AND 5 THEN

RAISE SQLSTATE '45000'

USING MESSAGE = 'Оценка должна быть в интервале [2..5]';

END IF;

return new;

end;

$$;

create trigger check\_mark\_range

before insert on marks

for each row

execute procedure check\_mark\_range\_func();

insert into marks values(default, 33, 5, 4, 55);

drop function check\_mark\_range\_func;

drop trigger check\_mark\_range on marks;

* Триггера на модификацию

1. Создать триггер, который не позволяет изменить наименование предмета, если на него есть ссылки

CREATE OR REPLACE FUNCTION check\_subject\_refs\_func() returns trigger

Language plpgsql

as $$

declare

ref\_count integer;

begin

select count(\*) into ref\_count from marks where subject\_id = old.id;

if ref\_count > 0 and new.name <> old.name then

raise sqlstate '45000'

using message = 'Нельзя изменить наименование предмета, на который есть ссылки';

end if;

return new;

end;

$$;

create trigger check\_subject\_references

before update on subjects

for each row

execute procedure check\_subject\_refs\_func();

update subjects SET name = 'Math analysis' WHERE name = 'Math';

* Триггера на удаление

1. Создать триггер, который при удалении предмета, если на него существуют ссылки – откатывает транзакцию.

CREATE OR REPLACE FUNCTION check\_subject\_refs\_count\_func() returns trigger

Language plpgsql

as $$

declare

ref\_count integer;

begin

SELECT COUNT(\*) INTO ref\_count FROM marks WHERE subject\_id = OLD.id;

IF ref\_count > 0 THEN

ROLLBACK;

END IF;

return new;

end;

$$;

create trigger check\_subject\_references\_on\_delete

before delete on subjects

for each row

execute procedure check\_subject\_refs\_count\_func();

delete from subjects where name = 'Math';

Hints: select, where, in, exists, join, commit, rollback, create trigger, drop trigger

### Курсоры

* Хранимая процедура для расчета успеваемости и прироста успеваемости

Хранимая процедура имеет два параметра определяющие анализируемый интервал времени. Результатом работы процедуры должна явится выборка, содержащая средний бал по всем предметам в рассматриваемом интервале времени, и разницу текущего среднего балла и предыдущего.

Алгоритм реализации предлагается следующий. Организуется курсор, перебирающий все года, в которых проводилось обучение, попадающие в заданный интервал времени. Средний бал предыдущего года запоминается в переменной. В теле курсора формируется выборка необходимых данных.

CREATE OR REPLACE FUNCTION get\_avg\_marks(IN start\_date integer, IN end\_date integer) returns TABLE(year integer, average\_mark numeric, diff numeric)

Language plpgsql AS

$$

DECLARE

prev\_avg numeric;

curr\_avg numeric;

curr\_year integer;

prev\_year integer;

diff numeric;

done boolean DEFAULT FALSE;

cur CURSOR FOR

SELECT DISTINCT groups.year FROM marks

join people on marks.student\_id = people.id

join groups on people.group\_id = groups.id

WHERE groups.year BETWEEN start\_date AND end\_date;

BEGIN

drop table if exists results;

create temporary table results(year integer, average\_mark numeric, diff numeric);

OPEN cur;

FETCH cur INTO curr\_year;

prev\_year := curr\_year - 1;

WHILE NOT done LOOP

curr\_avg := (SELECT AVG(value) FROM marks

JOIN people ON marks.student\_id = people.id

JOIN groups ON people.group\_id = groups.id

WHERE groups.year = curr\_year);

prev\_avg := (SELECT AVG(value) FROM marks

JOIN people ON marks.student\_id = people.id

JOIN groups ON people.group\_id = groups.id

WHERE groups.year = prev\_year);

diff := curr\_avg - prev\_avg;

prev\_year := curr\_year;

insert into results values(prev\_year, curr\_avg, diff);

FETCH cur INTO curr\_year;

IF NOT FOUND THEN

done := true;

END IF;

END LOOP;

CLOSE cur;

return query

Select \* from results;

END

$$;

select \* from get\_avg\_marks(2022, 2023);

drop function get\_avg\_marks;

Hints: CURSOR, %NOTFOUND, FETCH